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o Content processing grid/parallel infrastructures are becoming
every day more needed and diffuse,

¢ cloud computing.

o Several requirements are stressed for those grids:
¢ Program Flexibility

Reconfigurability

Integration with workflow management systems

Visual programming

Large/huge number of functionalities

Integration of many functionalities from data processing to taking
decision engine, semantic processing, etc.

¢ Distributed debugging, Etc.

to solve a part of those nro
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¢ visual programming tool for media on grid processing has been
defined and validated

¢ Starting from the AXMEDIS grid and model, AXCP grid.
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Automated Content Ingestion and Gathering

Automated Content Query and Retrieval

Automated Content Load and Storage: databases and files
Automated Content and Metadata Processing, enrichment
Automated Content and Data processing

Automated Content Filtering and Repurposing

Automated Content Composition, Formatting

Automated Content Protection and Licensing

Automated Content Publication/Download on/from any channel
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Automated Profiles management and processing
Automated Production of Content on Demand

Automated semantic processing, recc, taking decisions, etc..
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visual programming of
¢ single process flow on the single executing node and hierarchies;
visual processing of media, including Blocks/Functions:

¢ content processing, communication, semantic processing, taking
decision engine, reasoning, transcoding, adaptation, etc.;

hierarchical structure of the processes

¢ aprocess may activate other processes on other Grids or on the
same Grid;

¢ Complex and branched flows composed by several different
processes, allocated on different Grid nodes;

error code reporting
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¢ Storing/retrieving them on/from database,
¢ allocation on the grid nodes according to scheduling strategies.
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A. 75% single rules with linear structure,
a sequence of activities to be performed.
¢ when one of the activity fails the whole rule execution has to falil.

¢ To this category belong rules for automated content production
on demand, licensing, content publication and/or repurposing,
etc. Return sync or async.

B. 9% rules activated by other Rules on the Grid In
asynchronous manner.

¢ mother rule does not need to wait for the result to continue its
running. are structurally realized as rules of type A.

¢ they start asynchronously and do not need to keep blocked the
main rule.

c. 16% rules activating/invoking other processing Rules by
creating synchronous/asynchronous derived Rules
waiting/or-not for their completion to continue their
execution.
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almost all rules present JS segments of functional blocks

¢ working on single or on lists of content elements
¢ performing specific activities such as:

content ingestion, query actualization, content retrieval,
storage, adaptation, extraction and processing descriptors,
transcoding, synchronisation, fingerprint estimation,
Indexing, summarization, metadata manipulation, com..etc.

AXVD Visual Language allows to compose:

¢ single elements of the process (called JSBlock) to create

composed Rules allocated on the same processor node (covering
rule of type A and B)

branching activities (collection of RuleBlocks) which are allocated
and executed on the Grid infrastructure according to their
dependency by the scheduler. The Rules capable to activate
other Rules cover the specific semantic of rules of type C,
identified in the analysis.
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A JSBlock is characterized by a name (type name and
Instance) and a set of in/out parameters. A parameter can
be marked as:

¢ IN when it Is consumed into the Rule,

Types of elements works on list of elements reducing the
needs for explicit iterations.

¢ OUT when it is consumed into the rule and can be used to pass
back a result to the next processing segments, that is IN/OUT,

¢ SETUP (static) when it is a reserved INput to set up block specific
behaviour. This parameter type is used to force different
operating conditions in the Block. For example, to pass the ID of
the database to be used, the temporary directory, etc.

Each JSBlock brings the processing flow towards one of
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the two possible directions of execution:
¢ (i) without errors, or
¢ (ii) with error occurrence.




The scope of IN/OUT parameters
IS passed along the hierarchy.

Only one leaf is reached in the
graph at the execution.

The generator produces the code
for the GRID and can put in
execution the RuleBlock on
debug

Each JSBlock can activate other
RuleBlocks as well.

In the visual editor red/green
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error/success completion.




o Iterations are internally managed into the single JSBlocks.

¢ The IN/OUT parameters have types based on collections and
lists of items

¢ For example, a JSBlock performing transcoding works
Indifferently receiving in input a single file reference or a list;

¢ Conceptually, for the users, the single element is only a specific
case of an array of them.

o decisions can be taken into the single JSBlock.

¢ A JSBlock can be regarded as a visual implementation of a
selection and/or of a sequence of actions.

¢ A single JSBlock can be used to evaluate any kind of Boolean
condition, which allows to take a decision.

¢ Multiple decisions can be implemented as chains of JSBlocks as
In the if-then-else-if—then-else construct.

¢ Thus a JSBlock can implement complex firing conditions as one
can do in Petri Nets.
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A new version of the language and model has been defined
extending the described version with diamond connections
among JSBlocks. This allows to

¢
¢
¢

access at a larger scope of variables coming from several blocks
avoid duplicating JSBlocks in the same diagram

Better manage the errors codes that could come from multiple
JSBlocks as well and thus it could be used to realize RuleBlocks
which could define recovering paths into the graph




o ManRuleBlocks are used to define the allocation and
branching of Rules on grid nodes.
o A different visual semantics has been used
¢ Parallel and sequential execution of processes

¢ child blocks as synchronous (blocked) or as asynchronous (non-
blocked) processes

o E.Q.
¢ Zrule is a ManRuleBlocks that presents recursive behavior.




IN/OUT parameter management and
editing, a ManRuleBlock follows the
same semantics of the RuleBlock

The production implies

¢ The access to database to get the Block description, compose
them and verify consistency

¢ The errors are reported as results/OUT parameters. Thus they
may be more complex that simple fault/nofault as in the JSBlocks

The generation and execution implies

¢ The production and allocation on the grid of a Managing Rule
capable of organising the execution of those blocks on the whole
GRID

¢ The allocation of all the components rules and the interchange of
their parameters on the GRID network.




A Visual Block is
¢ asegment of a JavaScript (JSBlock) or

¢ a full RuleBlock (which in turn is created as a set of JSBlock or
directly coded in JavaScript).

JSBlock::=<defined in JS as JS block>
RuleBlock::= {JSBlock} | <defined in JS as JS rule>

ManRuleBlock::= {RuleBlock | ManRuleBlock} |
<defined in JS as JS rule>

This modeling allows to generate the code but also to manually
produce it.
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o Applications are in the area of content processing
¢ Fingerprint extraction and collection for audio processing
Fingerprint recognition for audio track monitoring
P2P monitoring and network balance
P2P monitoring for audio/visual IPR monitoring and accounting

User generated content management according to different and
dynamically changing kind of content and needs

¢ Back office multichannel content production and distribution
according to device and user profile, dynamic decisions have to
be taken with GRID integrated taking decision systems

¢ Etc.
o Itis agood instrument for

¢ highly dynamic back offices

¢ Students development on media processing (stand alone node,
single node, multiple nodes, hierarchical solutions).
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The Visual language for programming grid processing has
been defined and validated against several applications

A new version of the AXVD language and model has been
also defined extending the described version with diamond
connections among JSBlocks

The tool realizing the AXVD is integrated into the AXCP IDE
grid processing tools of AXMEDIS solution for content
processing

¢ They are freely distributed as freeware and are accessible free of
charge for any no-profit institutions.

¢ An open source (dual licensing) version will be published in the
next months for any no-profit institutions

AXCP It is presently in use on some projects, see AXMEDIS
portals and on the web




